C# - Anonymous Method

As the name suggests, an anonymous method is a method without a name. Anonymous methods in C# can be defined using the delegate keyword and can be assigned to a variable of delegate type.

Example: Anonymous Method

public delegate void Print(int value);

static void Main(string[] args)

{

Print print = delegate(int val) {

Console.WriteLine("Inside Anonymous method. Value: {0}", val);

};

print(100);

}

The concept of anonymous method was introduced in C# 2.0. An anonymous method is inline unnamed method in the code. It is created using the delegate keyword and doesn’t required name and return type. Hence we can say, an anonymous method has only body without name, optional parameters and return type. An anonymous method behaves like a regular method and allows us to write inline code in place of explicitly named methods.

## **A Simple Anonymous Method Example**

delegate int MathOp(int a, int b);

class Program

{

*//delegate for representing anonymous method*

delegate int del(int x, int y);

static void Main(string[] args)

{

*//anonymous method using delegate keyword*

del d1 = delegate(int x, int y) { return x \* y; };

int z1 = d1(2, 3);

Console.WriteLine(z1);

}

}

*//output:*

6

Anonymous methods can access variables defined in an outer function.

Example: Anonymous Method

public delegate void Print(int value);

static void Main(string[] args)

{

int i = 10;

Print prnt = delegate(int val) {

val += i;

Console.WriteLine("Anonymous method: {0}", val);

};

prnt(100);

}

The scope of the parameters of an anonymous method is the *anonymous-method-block*.

It is an error to have a jump statement, such as [goto](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/goto), [break](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/break), or [continue](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/continue), inside the anonymous method block if the target is outside the block. It is also an error to have a jump statement, such as goto, break, or continue, outside the anonymous method block if the target is inside the block.

The local variables and parameters whose scope contains an anonymous method declaration are called *outer*variables of the anonymous method. For example, in the following code segment, n is an outer variable:

int n = 0;

Del d = delegate() { System.Console.WriteLine("Copy #:{0}", ++n); };

A reference to the outer variable n is said to be *captured* when the delegate is created. Unlike local variables, the lifetime of a captured variable extends until the delegates that reference the anonymous methods are eligible for garbage collection.

An anonymous method cannot access the [in](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/in), [ref](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/ref) or [out](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/out-parameter-modifier) parameters of an outer scope.

No unsafe code can be accessed within the *anonymous-method-block*.

Anonymous methods are not allowed on the left side of the [is](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/is) operator.

## Example

The following example demonstrates two ways of instantiating a delegate:

* Associating the delegate with an anonymous method.
* Associating the delegate with a named method (DoWork).

In each case, a message is displayed when the delegate is invoked.

// Declare a delegate.

delegate void Printer(string s);

class TestClass

{

static void Main()

{

// Instantiate the delegate type using an anonymous method.

Printer p = delegate(string j)

{

System.Console.WriteLine(j);

};

// Results from the anonymous delegate call.

p("The delegate using the anonymous method is called.");

// The delegate instantiation using a named method "DoWork".

p = DoWork;

// Results from the old style delegate call.

p("The delegate using the named method is called.");

}

// The method associated with the named delegate.

static void DoWork(string k)

{

System.Console.WriteLine(k);

}

}

/\* Output:

The delegate using the anonymous method is called.

The delegate using the named method is called.

\*/

Anonymous methods can also be passed to a method that accepts the delegate as a parameter.

In the following example, PrintHelperMethod() takes the first parameters of the Print delegate:

Example: Anonymous Method as Parameter

public delegate void Print(int value);

class Program

{

public static void PrintHelperMethod(Print printDel,int val)

{

val += 10;

printDel(val);

}

static void Main(string[] args)

{

PrintHelperMethod(delegate(int val) { Console.WriteLine("Anonymous method: {0}", val); }, 100);

}

}

The following example demonstrates the evolution of delegate creation from C# 1.0 to C# 3.0:

class Test

{

delegate void TestDelegate(string s);

static void M(string s)

{

Console.WriteLine(s);

}

static void Main(string[] args)

{

// Original delegate syntax required

// initialization with a named method.

TestDelegate testDelA = new TestDelegate(M);

// C# 2.0: A delegate can be initialized with

// inline code, called an "anonymous method." This

// method takes a string as an input parameter.

TestDelegate testDelB = delegate(string s) { Console.WriteLine(s); };

// C# 3.0. A delegate can be initialized with

// a lambda expression. The lambda also takes a string

// as an input parameter (x). The type of x is inferred by the compiler.

TestDelegate testDelC = (x) => { Console.WriteLine(x); };

// Invoke the delegates.

testDelA("Hello. My name is M and I write lines.");

testDelB("That's nothing. I'm anonymous and ");

testDelC("I'm a famous author.");

// Keep console window open in debug mode.

Console.WriteLine("Press any key to exit.");

Console.ReadKey();

}

}

/\* Output:

Hello. My name is M and I write lines.

That's nothing. I'm anonymous and

I'm a famous author.

Press any key to exit.

\*/

Anonymous methods can be used as event handlers:

Example: Anonymous Method as Event Handler

saveButton.Click += delegate(Object o, EventArgs e)

{

System.Windows.Forms.MessageBox.Show("Save Successfully!");

};

## **Anonymous Method as an Event Handler**

1. <form id="form1" runat="server">
2. <div align="center">
3. <h2>Anonymous Method Example</h2>
4. <br />
5. <asp:Label ID="lblmsg" runat="server" ForeColor="Green" Font-Bold="true"></asp:Label>
6. <br /><br />
7. <asp:Button ID="btnSubmit" runat="server" Text="Submit" />
8. <asp:Button ID="btnCancel" runat="server" Text="Cancel" />
9. </div>
10. </form>

![https://dotnettricks.blob.core.windows.net/img/csharp/anonymethod.png](data:image/png;base64,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)

protected void Page\_Load(object sender, EventArgs e)

{

*// Click Event handler using Regular method*

btnCancel.Click += new EventHandler(ClickEvent);

*// Click Event handler using Anonymous method*

btnSubmit.Click += delegate { lblmsg.Text="Submit Button clicked using Anonymous method"; };

}

protected void ClickEvent(object sender, EventArgs e)

{

lblmsg.Text="Cancel Button clicked using Regular method";

}

## **Anonymous Method Limitations**

* It cannot contain jump statement like goto, break or continue.
* It cannot access ref or out parameter of an outer method.
* It cannot have or access unsafe code.
* It cannot be used on the left side of the is operator.

 Points to Remember :

1. Anonymous method can be defined using the delegate keyword
2. Anonymous method must be assigned to a delegate.
3. Anonymous method can access outer variables or functions.
4. Anonymous method can be passed as a parameter.
5. Anonymous method can be used as event handlers.

**What is an anonymous method?**  
In simple terms, anonymous method is a method without a name.  
  
  
  
**Let's understand how a method can exist without a name**

usingSystem**;**

usingSystem.Collections.Generic**;**

classProgram

**{**

publicstaticvoidMain**()**

**{**

List<Employee>listEmployees=newList<Employee>**()**

**{**

newEmployee**{**ID=101**,**Name="Mark"**},**

newEmployee**{**ID=102**,**Name="John"**},**

newEmployee**{**ID=103**,**Name="Mary"**},**

**};**

// Step 2: Create an instance of Predicate<Employee>

// delegate and pass the method name as an argument

// to the delegate constructor

Predicate<Employee>predicateEmployee=

newPredicate<Employee>**(**FindEmployee**);**

// Step 3: Now pass the delegate instance as

// the argument for Find() method

Employeeemployee=

listEmployees.Find**(**x=>predicateEmployee**(**x**));**

Console.WriteLine**(**"ID = {0}, Name {1}"**,**

employee.ID**,**employee.Name**);**

// Anonymous method is being passed as an argument to

// the Find() method. This anonymous method replaces

// the need for Step 1, 2 and 3

employee=listEmployees.Find**(**delegate**(**Employeex**)**

**{**returnx.ID==102**; });**

Console.WriteLine**(**"ID = {0}, Name {1}"**,**

employee.ID**,**employee.Name**);**

**}**

// Step 1: Create a method whose signature matches

// with the signature of Predicate<Employee> delegate

privatestaticboolFindEmployee**(**EmployeeEmp**)**

**{**

returnEmp.ID==102**;**

**}**

publicclassEmployee

**{**

publicintID**{**get**;**set**; }**

publicstringName**{**get**;**set**; }**

**}**

**}**

In this example, **Find**() method expects a delegate to be passed as the argument. If you want to look at the signature of the delegate, right click on **Find()**method and select **"Go To Definition"**from the context menu. At this point you should see the following method.  
publicTFind**(**Predicate<T>match**);**  
  
Right click on Predicate<T> and select  **"Go To Definition"**  
  
Now you should see the signature of the Predicate delegate.  
publicdelegateboolPredicate<in**T**>**(T**obj**);**  
  
Notice that the delegate returns bool and expects an object of Type <T>. In our case T is Employee.   
  
So, to the **Find**() method we need to pass an instance of Predicate<Employee> delegate as an argument. Delegates are function pointers. This means when we create an instance of a delegate, we pass the name of the method as an argument to the delegate constructor.   
  
**Step 1:**Create a method whose signature matches with the signature of Predicate<Employee> delegate

privatestaticboolFindEmployee**(**EmployeeEmp**)**

**{**

returnEmp.ID==102**;**

**}**

**Step 2:** Create an instance of Predicate<Employee> delegate and pass the method name as an argument to the delegate constructor

Predicate<Employee>predicateEmployee=

newPredicate<Employee>**(**FindEmployee**);**

**Step 3:** Now pass the delegate instance as the argument for Find() method

Employeeemployee=

listEmployees.Find**(**x=>predicateEmployee**(**x**));**

**Anonymous methods were introduced in C# 2** and they eliminate the need for Step 1, 2 & 3, that is they provide us a way of creating delegate instances without having to write a separate method.  
  
**Now let us see, how to pass anonymous method as an argument to Find() method.**  
employee=listEmployees.Find**(**delegate**(**Employeex**) {**returnx.ID==102**; });**  
  
**Subscribing for an event handler is another example**

privatevoidForm1\_Load**(**objectsender**,**EventArgse**)**

**{**

ButtonButton1=newButton**();**

Button1.Text="Click Me"**;**

Button1.Click+=newEventHandler**(**Button1\_Click**);**

this.Controls.Add**(**Button1**);**

**}**

voidButton1\_Click**(**objectsender**,**EventArgse**)**

**{**

MessageBox.Show**(**"Button Clicked"**);**

**}**

**The code above can be replaced with the following code**

privatevoidForm1\_Load**(**objectsender**,**EventArgse**)**

**{**

ButtonButton1=newButton**();**

Button1.Text="Click Me"**;**

Button1.Click+=delegate**(**objectobj**,**EventArgseventArgs**)**

**{**

MessageBox.Show**(**"Button Clicked"**);**

**};**

this.Controls.Add**(**Button1**);**

**}**

**With anonymous Methods delegate parameters are optional.** This means the below code

Button1.Click+=delegate**(**objectobj**,**EventArgseventArgs**)**

**{**

MessageBox.Show**(**"Button Clicked"**);**

**};**

**can be rewritten as shown below**

Button1.Click+=delegate

**{**

MessageBox.Show**(**"Button Clicked"**);**

**};**

### Lambda expression in c#

**Anonymous methods and Lambda expressions are very similar.** Anonymous methods were introduced in C# 2 and Lambda expressions in C# 3.   
  
**To find an employee with Id = 102, using anonymous method**

Employeeemployee=listEmployees.Find

**(**delegate**(**EmployeeEmp**) {**returnEmp.ID==102**; });**

**To find an employee with Id = 102, using lambda expression**  
Employeeemployee=listEmployees.Find**(**Emp=>Emp.ID==102**);**  
  
**You can also explicitly specify the Input type but not required**  
employee=listEmployees.Find**((**EmployeeEmp**)**=>Emp.ID==102**);**  
  
**Notice that with a Lambda expression you don't have to use the delegate keyword explicitly and you don't have to specify the input parameter type explicitly.** The parameter type is inferred. Lambda expressions are more convenient to use than anonymous methods. Lambda expressions are particularly helpful for writing LINQ query expressions.  
  
**=>** is called lambda operator and read as GOES TO.  
  
**In most of the cases Lambda expressions supersedes anonymous methods.** To my knowledge, the only time I prefer to use anonymous methods over lambdas is, when we have to omit the parameter list when it's not used within the body.   
  
Anonymous methods allow the parameter list to be omitted entirely when it's not used within the body, where as with lambda expressions this is not the case.  
  
For example, with anonymous method notice that we have omitted the parameter list as we are not using them within the body

Button1.Click+=delegate

**{**

MessageBox.Show**(**"Button Clicked"**);**

**};**

The above code can be **rewritten using lambda expression**as shown below. Notice that with lambda we cannot omit the parameter list.

Button1.Click+=**(**eventSender**,**eventAgrs**)**=>

**{**

MessageBox.Show**(**"Button Clicked"**);**

**};**